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Abstract—Man in the middle attacks involve the interception
and retransmission of electronic messages in a way that the
original parties will presume that their communication is secure.
Such an attack could be a threat to any electronic voting scenario.
This paper proposes a novel method for preventing this kind of
attacks by including in the transaction a challenge-response test.
The human end-user is asked to vote through an image-based
challenge that will foil a typical automated software-based attack.
The image is crafted so as to include multiple challenge nonces
as a way to select the user’s vote. The approach’s strength is
based on the difficulty of malicious software to falsify the image
or emulate the user’s response.

I. INTRODUCTION

The quintessence of an e-voting transaction is to be secure
[1]. In the e-voting context, security issues are very subtle.
This is because there are features that clash with each other.
For example, guaranteeing anonymity, makes it harder to track
election fraud [2], [1]. In addition, security in e-voting is
highly related to the type of the technology used during
the process. There are two basic forms of e-voting, namely:
presence and distance [3]. The former takes place in a specific
station, using an ad hoc machine and under the supervision of
the election’s administration. In distance e-voting, the voter
can cast his vote from his personal computer by sending it
to a central server via the internet. The electronic, network-
based nature of the latter makes it susceptible to a wide range
of attacks [4].

One of the most important and potentially damaging class
of attacks that must be taken into account when designing
and implementing secure e-voting systems are man-in-the-
middle attacks (MITMAs) [5], [6], [7]. In a common MITMA,
an intermediate party is placed between the client side and
the server side wiretapping their communication and retrans-
mitting messages as he chooses. During the attack neither
side is aware that the private communication is being illegally
monitored [6], [8], [9]. From the capturing of a session cookie
to the altering of an online payment, MITMAs can cause
considerable damage to both sides of a transaction.

PCI 2009: 13th Panhellenic Conference on Informatics, Corfu, Greece,
September 2009.

This is a machine-readable rendering of a working paper draft that led to
a publication. The publication should always be cited in preference to this
draft using the reference in the previous footnote. This material is presented
to ensure timely dissemination of scholarly and technical work. Copyright
and all rights therein are retained by authors or by other copyright holders.
All persons copying this information are expected to adhere to the terms and
constraints invoked by each author’s copyright. In most cases, these works
may not be reposted without the explicit permission of the copyright holder.

Using CAPTCHAs1 to defend network transactions is not a
new idea [10]. At first, CAPTCHAs were introduced in order
to prevent dictionary attacks and search engine bots [11]. But
later they were also used to secure online transactions [12],
prevent DoS attacks [10], fortify online gaming [13], enhance
anti-spam protocols [14] and detect data input attacks [15].

In this paper we describe a technique that utilizes
CAPTCHAs in conjunction with a transaction authentication
number (TAN), to prevent MITMAs within the context of a
network-based electronic voting transaction. Our proposed
security layer fortifies the integrity of the user’s vote on
an end-to-end basis. Our approach does not deal with other
aspects of e-voting security, such as voter anonymity and
system availability [16], [17]. To prove the validity of our
proposal, we focus on a simple e-voting transaction.

II. ATTACK SCENARIO

Consider a typical network-based, e-voting transaction. A
legitimate voter connects to a remote server via her personal
computer to vote for the elections. We assume that the MITM
has successfully deceived the legitimate parties and we exam-
ine the transaction right before the vote casting. The goal for
the attacker is to intercept the ballot and change the vote.

The attack can take place either locally or remotely. In the
former case a downloaded Trojan horse could play the role of
the MITM, hijacking an authenticated session [18].

In a remote attack the traffic is at first redirected to a
rogue server via e-mail phishing or pharming. Another way to
obtain packets intended for a legitimate server is by spoofing
ARP or DNS responses to the client. Then the server run by
the attacker, will act as proxy between the end user and the
real website keeping the authenticated session active while
modifying the transaction data [19].

The majority of internet transactions are made over HTTPS.
Still, a MITM can impersonate each party to the satisfaction of
the other over HTTPS [20]. Hence, our attack scenario is valid
even for transactions secured over HTTPS.

As an example, consider a vote choosing between the “Little
Endian” and the “Big Endian” political parties. In Figure 1 we
show the steps taken by an attacker in order to alter a vote for
the Little Endian party into a vote for the Big Endian party.
When the voter sends the vote to be registered, the MITM
replaces it with a different one. When the server sends back

1CAPTCHA stands for Completely Automatic Public Turing Test to Tell
Computers and Humans Apart.



Voter MITM Server

castVote(Little_Endian, authentication_info)
castVote(Big_Endian, authentication_info)

sendRequestForConfirmation(Big_Endian)

sendRequestForConfirmation(Little_Endian)

sendConfirmation(Little_Endian)
sendConfirmation(Big_Endian)

Fig. 1. Attack scenario.

a request of confirmation, the attacker conversely replaces the
tokens and passes the request to the client. The ignorant user
confirms the transaction leading to a successful attack.

III. APPROACH DESCRIPTION

Our approach is based on the idea of establishing an out-
of-band end-to-end secure communications channel between
the two transacting entities that is used for transaction signing.
However, instead of establishing a physical secondary channel
our scheme transfers over the existing channel data that the
MITM software cannot easily decrypt or modify, ensuring the
data’s confidentiality and integrity. (The MITM can however
generate a fake instance of such data; we discuss countermea-
sures in Section IV).

Initially, the users send to the server the vote’s authenti-
cation details using a strong (e.g. two factor) authentication
scheme—see Figure 2. The “two-factor authentication” is a
system where two different factors are combined to verify a
user [21]. Strong authentication is required, because otherwise
a MITM can capture a user’s credentials and rig the vote
through a simple impersonation attack. Given the cost and the
logistical problems of furnishing all voters with a hardware
authentication token, the simplest way to provide two factor
authentication is through a transaction authentication number
(TAN) that will be furnished to all registered voters in a secure
manner.

When the server receives the voter’s details it verifies the
transaction’s authentication data; for instance, that the TAN
matches the one expected for the specific voter. It then creates
a challenge in the form of a CAPTCHA image. This contains a
listing of the vote alternatives together with a nonce challenge
for each one; see the example in Figure 3. The image is
composed in a way that makes it very difficult for software to

1) decode the nonces’ value, and
2) incorporate the nonces in a fake image.

The user reads the image with the nonces, selects the vote
she wishes to cast and responds to the server’s challenge by
typing the corresponding nonce’s value, which is then sent to
the server. Finally, the server verifies that the nonce response

Fig. 3. An example of a MITM-resistant CAPTCHA.

is one of those offerred as the challenge, and, if it is, it casts
the vote.

In a typical attack the MITM will intercept the user’s vote
request and substitute the details of a fraudulent vote for
the vote the user requests. This allows the MITM to hijack
the user’s vote authentication data to cast a fraudulent vote.
Owing to the way the image is constructed the MITM software
is unable to decode a nonce and send it back to the server
(property 1). Furthermore, the MITM software is also unable
to construct an image containing false descriptions for the
server’s correct nonces (property 2), thus tricking the user to
respond to the challenge.

IV. WEAKNESSES AND COUNTERMEASURES

Our proposed scheme for protecting network-based e-voting
can be attacked by deciphering the image or by placing a
human accomplice in the loop. The complete tree of possible
attacks and countermeasures appears in Figure 4. In all cases
we assume that the malicious software is crafted to change a
user’s vote.

A. Image Processing Attacks

There are two possible attacks based on image analysis.
In the first one, the malicious software doctors the image



Voter Server

startVote(uid, TAN)

sendBallot(imageID, image(vote_nonce(Big_Endian, Little_Endian)))

castVote(imageID, vote_nonce(Little_Endian))

Fig. 2. A legitimate transaction with our proposal.
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Fig. 4. Attack tree and countermeasures.

changing the association between the choices and the nonces
to one that will favor the attacker. Since the attacker cannot
know the voter’s choice, this attack would entail putting the
nonce of a known favorite choice next to the ballot choice the
attacker wishes to promote. Our method hinders this approach
by including in the image the names of the choices and a
background pattern that makes it difficult to change any part
of the image without destroying the pattern’s continuity. In
addition, we prevent locating the nonce in order to separate
it by changing the font size of all letters and by adding
a random number of spaces between words. These choices
make the nonce appear in a place that is hard to determine
in advance. In another attack the malicious software decodes
the challenge and responds appropriately. It also presents the
user with a new false ballot image that will be ignored. This
attack can be resisted by hindering malicious software to
locate the challenge nonces (using the methods we outlined),
or recognize their text. Various methods have already been
proposed for this; our prototype implementation uses various
random fonts, font-sizes, and colors, and also skews, rotates
and perturbs the location of each letter.

Both attacks we describe are based on image analysis.
Considerable research has been published on the breaking
of visual CAPTCHAs. Machine learning attacks against the
Asirra CAPTCHA showed that the probability to break it is
significantly high [22]. Microsoft CAPTCHAs are also prone to
automated, low-cost attacks [23]. In addition, methods based
on shape context matching seem to be another efficient way

to identify words and phrases within CAPTCHAs [24]. Finally,
reverse engineering CAPTCHA instances using simple image
processing techniques is another proposed method [25].

B. Human-Based Attacks

An alternative, more devious form of attack involves putting
an actual human into the loop. This can happen in three ways.
First, the attackers can actively monitor e-vote transactions
and respond to the challenge of a forged transaction. This
however requires constant real-time monitoring and can be
inconvenient, especially if voting takes place over a short
period. Furthermore, it is a risky proposition, because it
puts the attackers into synchronous direct contact with the
malicious software, increasing the chance of tracing the attack
back to them.

A human could in theory be put in the loop without directly
involving the attackers. This can be done by outsourcing the
nonce recognition either to a free crowdsourcing application
[26] or to a payment-based system, such as the Amazon
Mechanical Turk [27]. However, given that for the attack to
work the nonces will have to be paired with candidate names,
this attack is likely to arise suspicion among the humans
performing the nonce recognition.

V. RELATED WORK

In this section we cover two areas. In the first we discuss a
variety of suggested solutions to counter MITMAs, and in the
second we present a number of proposals that reinforce the
security of e-voting.

A. Preventing MITMAs

A plethora of cryptographic techniques can be employed to
prevent MITMAs. The first to be introduced was the Interlock
Protocol [28]. To avert an eavesdropper attack this protocol
presumes that the client and the server must use an anony-
mous key exchange protocol. Still, this protocol proved to be
vulnerable when used for authentication [29].

Another cryptographic technique is the password protection
module (PPM) [30]. For every transaction, a unique password
is generated on the client side via hashing. The main flaw of
this approach is that it speculates that the MITM would not be
willing to perform a hashing in order to obtain a password for
himself.



The Secure Sockets Layer (SSL) protocol and the Transport
Layer Security (TLS) protocol are also designed in order to
cryptographically protect communication channels between
a client and a server. Based on the two aforementioned
protocols, SSL/TLS session-aware user authentication is one
of the most recent and promising proposals [6]. A mechanism
that secures tunnelled authentication protocols is also related
to this approach [31].

The Zurich Trusted Information Channel is another ap-
proach that utilizes SSL/TLS connections requiring minimal
to no changes in both server and client-side [9]. The main
disadvantage of this solution is its computational overhead.

Except for the cryptographic techniques, there are other
ways to prevent MITMAs. One of them is channel hopping
[32]. But this approach lacks implementation mechanisms
that ensure its validity. Others involve the hardening of web
browsers in a way that they will warn the user in case of a
certificate verification error while visiting a secure site [19].
Furthermore, to secure the secret key exchanging scheme an
approach that involves jigsaw puzzles was recently proposed
[33]. To acquire the secret key that will be used for the
transaction, both sides must embed their keys in an image,
and form a jigsaw puzzle image. Then they have to post it
on their websites and invite each other with an email in order
to proceed. This proposal is close to ours since it involves a
Turing test. Despite being firm, it may be time consuming in
large-scale deployments.

Also close to our method is a patent that utilizes CAPTCHAs
to shield e-banking against MITMAs [12]. According to this
proposal, every transaction is watermarked with a server-
generated CAPTCHA. This image contains a number that comes
from a secure device that is already in the possession of the
user. Our approach differs, because it uses a CAPTCHA as a
way to select among various choice, and does not require the
user to possess a secure two factor authentication device.

On the hardware front, a simple device called ”spies”, that
enables servers to establish client integrity is probably the
oldest proposed solution [8]. There are also some systems that
employ devices like smart phones, to make use of additional
communication channels and as a result thwart MITMAs [34],
[9]. For every transaction, a server-generated (TAN) is sent to
the users mobile phone via SMS together with a transaction
summary. If the summary is correct, the user sends the TAN
back to the server in order to confirm the transaction.

Apart from the countermeasures, there is also an increased
academic interest in MITM vulnerabilities in wireless networks
[35], software updates [36], single sign-on protocols like
Kerberos [37] and the Universal Mobile Telecommunication
Standard (UMTS) [38].

B. Secure e-voting

The security aspects of building a sound e-voting system
have been the subject of considerable research [39], [17], [40].
There are several systems that claim to provide security during
electronic elections. The Zurich e-voting system is a flexible,
modular e-voting system with a service-oriented architecture,

that is used in Switzerland since 2004 [41]. Also using
web services, and introducing the Election Markup Language
(EML), the three-ballot-based secure electronic voting system,
is similar to the aforementioned system, though it has not been
deployed in a real large-scale experiment. The same applies to
VOTEBOX, a direct recording electronic voting system (DRE)
that assembles ideas and techniques from current research [42].
To evaluate systems like the ones mentioned above, the E-
Voting System Security Optimization (EVSSO) method was
recently proposed [3].

Apart from the completed systems, there are other schemes
and protocols that protect the privacy of voter [43], [44], deal
with authentication [45], [46], ensure their anonymity [47],
[48], prevent double voting [49] and guarantee data integrity
[50].

VI. CONCLUSION

The network-based nature of distance e-voting makes it
prone to MITMAs, and especially the ones that take place
locally on a user’s inadequately secured PC. In that context
is very easy for malicious software to hijack an e-voting
session and replace a legitimate vote with a fraudulent one.
In this paper, we have proposed an electronic voting scheme
that secures the integrity of a user’s vote from MITMAs. Our
scheme is based on the idea that during electronic elections,
a Turing test can be utilized to determine whether a vote is
cast by a human or by malicious software. An advantage of
our proposal is that it does not require specialized hardware
or a physical secondary channel, thus making it suitable for
large-scale elections. Our scheme as such does not provide
user anonymity, because in the form we described it, its
authentication is based on a TAN. Hence, the e-voting system
that will benefit from our scheme must provide another layer
that will deal with the separation of the users’ authentication
details from their vote and the provision of an appropriate
auditing infrastructure. Finally, usability issues must be taken
into account since CAPTCHAs are not the most efficient
solutions especially for the elderly.
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